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Цель: познакомиться с основами имитационного моделирования.

***Задание:***

Построить двухключевую систему с использованием алгоритма RSA и выполнить в ней операцию шифрования и дешифрования трех первых букв фамилии студента (при количестве букв меньше 3, недостающие буквы берутся из имени). Пара простых чисел P и Q выбирается из диапазона ближайших к количеству букв в фамилии и имени студента.

Код программы:

#include "stdafx.h"

#include <Windows.h>

#include <iostream>

#include <cmath>

using namespace std;

struct pavilion

{

char name;

int paths[4];

int numOfBuys = 0;

};

void buyer( int\*\*, int\*, int\*\*,

int\*, int\*, int,

pavilion\*, int\*, int);

int choose(int\*, int\*, int);

bool isOnWay(pavilion, int, int);

bool toBuy(int);

void result(pavilion\*, int);

int main()

{

/\* map \*/

int numOfPaths = 4;

int \*\* paths = new int\*[numOfPaths];

int \* sizeOfPath = new int[numOfPaths];

sizeOfPath[0] = 4;

paths[0] = new int[sizeOfPath[0]];

paths[0][0] = 0; paths[0][1] = -1; paths[0][2] = 2; paths[0][3] = 1;

sizeOfPath[1] = 4;

paths[1] = new int[sizeOfPath[1]];

paths[1][0] = 1; paths[1][1] = 0; paths[1][2] = 2; paths[1][3] = 3;

sizeOfPath[2] = 3;

paths[2] = new int[sizeOfPath[2]];

paths[2][0] = 1; paths[2][1] = 0; paths[2][2] = -1;

sizeOfPath[3] = 3;

paths[3] = new int[sizeOfPath[3]];

paths[3][0] = 1; paths[3][1] = 3; paths[3][2] = -1;

int\*\* chancesToWay = new int\*[numOfPaths];

chancesToWay[0] = new int[sizeOfPath[0]];

chancesToWay[0][0] = 20; chancesToWay[0][1] = 10; chancesToWay[0][2] = 40; chancesToWay[0][3] = 30;

chancesToWay[1] = new int[sizeOfPath[1]];

chancesToWay[1][0] = 20; chancesToWay[1][1] = 30; chancesToWay[1][2] = 10; chancesToWay[1][3] = 40;

chancesToWay[2] = new int[sizeOfPath[2]];

chancesToWay[2][0] = 50; chancesToWay[2][1] = 10; chancesToWay[2][2] = 40;

chancesToWay[3] = new int[sizeOfPath[3]];

chancesToWay[3][0] = 80; chancesToWay[3][1] = 10; chancesToWay[3][2] = 10;

// pavilions

char names[] = "ABCDEFGHIJKLM";

int numOfPavs = sizeof(names) / sizeof(\*names);

pavilion \* pavs = new pavilion[numOfPavs];

for (int i = 0; i < numOfPavs; i++)

pavs[i].name = names[i];

pavs[0].paths[0] = 2; pavs[0].paths[1] = -1; pavs[0].paths[2] = 1; pavs[0].paths[3] = -1; // A

pavs[1].paths[0] = 2; pavs[1].paths[1] = -1; pavs[1].paths[2] = 1; pavs[1].paths[3] = -1; // B

pavs[2].paths[0] = -1; pavs[2].paths[1] = 0; pavs[2].paths[2] = -1; pavs[2].paths[3] = -1; // C

pavs[3].paths[0] = 0; pavs[3].paths[1] = -1; pavs[3].paths[2] = -1; pavs[3].paths[3] = -1; // D

pavs[4].paths[0] = 3; pavs[4].paths[1] = 1; pavs[4].paths[2] = -1; pavs[4].paths[3] = -1; // E

pavs[5].paths[0] = 3; pavs[5].paths[1] = 1; pavs[5].paths[2] = -1; pavs[5].paths[3] = -1; // F

pavs[6].paths[0] = -1; pavs[6].paths[1] = 3; pavs[6].paths[2] = -1; pavs[6].paths[3] = 0; // G

pavs[7].paths[0] = -1; pavs[7].paths[1] = 3; pavs[7].paths[2] = -1; pavs[7].paths[3] = 0; // H

pavs[8].paths[0] = -1; pavs[8].paths[1] = 3; pavs[8].paths[2] = -1; pavs[8].paths[3] = 0; // I

pavs[9].paths[0] = -1; pavs[9].paths[1] = 3; pavs[9].paths[2] = -1; pavs[9].paths[3] = 0; // J

pavs[10].paths[0] = -1; pavs[10].paths[1] = 3; pavs[10].paths[2] = -1; pavs[10].paths[3] = 0; // K

pavs[11].paths[0] = -1; pavs[11].paths[1] = -1; pavs[11].paths[2] = -1; pavs[11].paths[3] = 2; // L

pavs[12].paths[0] = -1; pavs[12].paths[1] = -1; pavs[12].paths[2] = -1; pavs[12].paths[3] = 2; // M

// entry

int numOfEntry = 3;

int \*entry = new int[numOfEntry];

entry[0] = 0;

entry[1] = 2;

entry[2] = 3;

int\* chances = new int[numOfEntry];

chances[0] = 20; chances[1] = 30; chances[2] = 50;

/\*\*/

int numOfBuyers = 10000;

int class1 = (int)((double)numOfBuyers \* 0.2);

int class2 = (int)((double)numOfBuyers \* 0.6);

int class3 = numOfBuyers - class1 - class2;

int chances1[13] = { 30 ,10, 10, 5, 5, 5, 5, 5, 5, 5, 5, 0, 0 };

int chances2[13] = { 0, 0, 5, 5 ,10, 10, 40, 10 ,10, 5, 5, 0 ,0 };

int chances3[13] = { 0, 0 ,5 ,5 ,5 ,5, 5, 5, 5, 10, 10, 20 ,25 };

for (int i = 0; i < class1; i++)

buyer(paths, sizeOfPath, chancesToWay, entry, chances, numOfEntry, pavs, chances1, numOfPavs);

for(int i = 0; i < class2; i++)

buyer(paths, sizeOfPath, chancesToWay, entry, chances, numOfEntry, pavs, chances2, numOfPavs);

for (int i = 0; i < class3; i++)

buyer(paths, sizeOfPath, chancesToWay, entry, chances, numOfEntry, pavs, chances3, numOfPavs);

result(pavs, numOfPavs);

system("pause");

return 0;

}

void buyer(int\*\* paths, int\* sizeOfPath, int\*\* chancesToWay,

int\* entryArr, int\* chancesToEntry, int numOfEntry,

pavilion\* pavs, int\* chancesToBuy, int numOfPavs)

{

int pos = choose(entryArr, chancesToEntry, numOfEntry);

bool wasBuy = false;

for (int b = 0; b < 13, !wasBuy; b++)

{

int \* nums = new int[sizeOfPath[pos]];

for (int i = 0; i < sizeOfPath[pos]; i++)

nums[i] = i;

int way = choose(nums, chancesToWay[pos], sizeOfPath[pos]);

for (int i = 0; i < numOfPavs; i++)

if (isOnWay(pavs[i], pos, way) && toBuy(chancesToBuy[i]))

{

wasBuy = true;

pavs[i].numOfBuys++;

break;

}

if (paths[pos][way] == -1)

break;

pos = paths[pos][way];

}

}

bool toBuy(int chance)

{

return (rand() % 100) < chance;

}

int choose(int\* arr, int\* chances, int size)

{

int now = -1;

for (int i = 0; i < size - 1; i++)

{

bool thisEl = (rand() % 100) < chances[i];

if (thisEl)

now = arr[i];

}

if (now == -1)

now = arr[size - 1];

return now;

}

bool isOnWay(pavilion pav, int pos, int way)

{

if (pav.paths[pos] == way) return true;

return false;

}

void result(pavilion\* pavs, int numOfPavs)

{

for (int i = 0; i < numOfPavs; i++)

{

cout.width(5);

cout << pavs[i].name;

}

cout << endl;

for (int i = 0; i < numOfPavs; i++)

{

cout.width(5);

cout << pavs[i].numOfBuys;

}

cout << endl;

}

Output:

![](data:image/png;base64,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)

Вывод: по ходу лабораторной работы познакомился с основами имитационного моделирования.